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Summary

During the summer between November 2007 and February 2007 | worked at the University of Auckland.

The Faculty of Science Summer Studentship research project | was involved with deals with the improvement
of an existing Java software corpus. The project duration is approximately 9 weeks and consisted of 400 hours
of Sub Professional work.

In this report | shall introduce the Qualitas Corpus and the way it is organized to support empirical studies.
This is followed by a detailed description of work that was done throughout the project. The final section is a
discussion on future work.

Skills I have gained during summer include; experience using Perl programming language, an increased
understanding about distributed file systems, and most importantly designing of software solutions while the
requirements constantly change.

The work that was done during this project increased the level of confidence that can be had in the quality of
Qualitas Corpus. A distribution of Qualitas Corpus was released in mid January.
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1. Introduction

This report describes work done over summer improving a software corpus to support repeated studies. It was
done primarily for the Faculty of Science Summer Studentship research project but it doubles as practical
work experience for my Engineering degree at the University of Auckland.

Replication of studies involves repeating studies in different settings and with different samples to investigate
if similar findings are obtained. As well as giving credibility to the research, it also leads to findings that can
be generalized. A standard corpus of source code is useful for doing replicated studies. In order for the studies
to be meaningful there must be agreement as to exactly what is in the corpus, that is, what the "standard"
actually is.

There are several issues deciding on what is contained in a software corpus. Just saying it contains
"applications" merely begs the question as to what an "application" is. Does it include all the standard library
or third-party code? Does it include the test code? Does it include installers or other infrastructure support? If
there is both source code and compiled code, what happens if the two don't appear to agree (e.g., compiled
classes not in the source or vice versa)?

The corpus contains metadata for each application. These metadata are stored in text files. There is a need for
tools that will manage and check these files.

The aim of this project was to address these issues through improving the quality of an existing Java Software

Corpus (Qualitas Corpus), develop a means for this corpus to be distributed to interested parties and provide a
set of support tools.

2. Background

This section of the report provides information on the Qualitas Corpus, the existing software corpus this
project aimed to improve, also to provide some background information about Andrew File System and Perl.

2.1 Andrew File System (AFS)

The Andrew File System (AFS) is a distributed networked file system developed by Carnegie Mellon
University as part of the Andrew Project. Its primary use is in distributed computing [1]. The University of
Auckland uses AFS for file storage. Files are stored on what is known as AFS volumes. These volumes can
be mounted and access on any machine connected to the University Network.

2.2 Perl

Perl is a general-purpose programming language originally developed for text manipulation and now used
for a wide range of tasks.



Its major features are that it's easy to use, has powerful built-in support for text processing [2] and calling
system facilities. These features make Perl a suitable language for work on this project and hence all tools
outlined in this report are written in Perl.

2.3 Qualitas Corpus

As mentioned in the introduction, the Qualitas Corpus is an organized collection of software systems
intended to be used for empirical studies in software engineering. The primary goal is to provide a resource
that supports reproducible studies of software [3].

It was initially conceived and developed by Hayden Melton for his PhD research during 2005 [4]. As of the
November 2007, at the start of this project, it contained approximately 100 Java applications. The Corpus
described in this section of the report reflects its state at the beginning of the project however its main
structure remains unaltered throughout this project.

2.3.1 Data Storage

The Qualitas Corpus is physically stored on the University of Auckland network. The file backup system
used by the university imposes a limitation on the size of each volume making it unpractical to have any
AFS volume over the size of 8 GB [5]. As a result of this, several AFS volumes have to be used to house
the corpus.

Each AFS volume is mounted at directories named ‘corpusN’. Where N = 1, 2,..., n. Data for applications
are then stored in directories below this level. The naming convention used on these directories is
‘appname-version_id’. Where ‘appname’ is used to identify the application and ‘version id’ is used to
uniquely identify an application to be of a particular version. A visual representation this is shown in figure
1.
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Figure 1: Physical Structure of Qualitas Corpus

2.3.2 Logical Structure

Having data spanning across several different volumes could make organizational tasks difficult. Therefore
a separate logical structure is used to bind data together. This allows the Qualitas Corpus to be logically
organized in a hierarchical manner. Multiple "versions" or "releases" of the same application in the corpus
these are grouped together under the common application name. Each version is then distinguished by the
application name and the version identification [6].

The logical structure of the Qualitas Corpus is shown in figure 2.



Applications
\
X ‘: appname

A]%opname—version_id

bin
compressed

src

.properties

f: More versions
{ : More versions

More applications

19774

More applications

Figure 2: Logical Structure of Qualitas Corpus

Applications
The top-level directory.

appname
This directory contains everything for the specified application. It typically will contain only subdirectories
corresponding to each version of the application in the corpus.

appname-version_id
This directory contains everything for a specific version of the application.

compressed
This directory contains what was retrieved from the application download site with no modification.

bin
The compiled form of the application version as provided in the deployment form.

Src
This contains the source code to a particular version of an application.

.properties
File containing all metadata relevant to a particular version of an application.

The logical structure of the corpus is constructed by the creation of a hierarchy of directories. Many
symbolic links were used to point to the physical data (Figure 3). This effectively combines all data across
different volumes together in a single structure.
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3. Work Place

This project doubles as practical work experience. Because of this, a description of the work place is warranted.

3.1 Nature of Organization

University of Auckland is a research-led University, first established in 1883. Its mission is to be
internationally recognized for the excellence of its teaching and research. It is also New Zealand’s largest
university, teaching and research being conducted across eight faculties [7].

Today, The University of Auckland hosts approximately 40,000 students on five Auckland campuses with
around 5000 students enrolled for postgraduate studies, 1200 of whom are undertaking doctorates [7].

3.2 Staff Organization

According to the University of Auckland website, it currently employs 2,796 academic staff and 2,818
general staff, a total of 5,614 full time employees [7].

The head of the University is the Vice-Chancellor, Professor Stuart McCutcheon, the chief academic and
administrative officer and the employer of all staff. Each of the eight faculties is headed by a Dean. The
Dean is responsible for the management of teaching, research and administrative tasks of a faculty. Most
faculties comprises of several departments, run by the Head of Department.

I report directly to my project supervisor, Associate Professor Ewan Tempero. He reports to the Head of
Department of Computer Science, Associate Professor Robert Amor, who reports to the Dean of Science,

Professor Dick Bellamy.

A complete organization structure of the University is included in Appendix II.

3.3 Building Layout and Facilities
My place of work is located on the University City Campus. The City Campus is located in the heart of
Auckland City, covering 16 hectares of land. It provides a full range of amenities, including cafés, health

services, libraries, childcare facilities, and a recreation centre.

This building I was working in is building 303, The Department of Computer Science. (Figure 4)



LAvED 0

(i

I work on level 4 of this building. The layout of this floor is shown in figure 5. This floor contains several
offices of lectures and professors. Other people working in this area include postgraduate students and other
students doing research projects.
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4. Work Done on Qualitas Corpus

This section of the report describes the work that was done for the duration of the project.

4.1 Overview

The majority of work involves improving the quality of the Qualitas Corpus. While the existing corpus
contained approximately 100 software applications, it lacked consistency. These software applications were
deposited into the corpus by several different people. There was no standard process in doing this. More
importantly there were no criteria to specify what pieces of data we must have before an application can be
added in our corpus. In example, some applications in the corpus are missing source code, some application
is missing compiled binary code, and there might be code that is duplicated. Because of this, one cannot be
totally confident with results obtained from studies performed on the corpus.

Every effort is made to ensure existing corpus content is as accurate and complete as possible because a high
degree of confidence is needed before distribution of the corpus to other parties can commence.

Furthermore, a quality control measure is developed for adding new content to the corpus. This greatly helps
with maintainability as the corpus expands.

A journal was kept and updated daily during the project. It is stored on the Qualitas Research Group Wiki. It
contains a record of all work done, any decisions that were made and tracks the progress. (Figure 6)
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Figure 6: Journal on Qualitas Research Group Wiki



Work on the project spans over a 9 week period, commencing mid November 2007. A timeline of this period

is shown in figure 7.

Week 1

Week 2

Week 3

Week 4

Week 5

Week 6

Week 7

Week 8

Week 9

T~

Identifying binary application code for
existing applications inside the corpus.

Development of automatic checking tool
for properties files.

|~

Development of corpus distribution
method.

Development of standardized method for
adding new applications to the corpus.

Testing corpus distribution method.

Identifying application source code for
existing applications inside the corpus.

Figure 7: Project Timeline



4.2 Working with Applications

Many of the applications in the Qualitas Corpus require third-party software to run or deploy or build.
Sometimes the required third-party software are distributed along with the application release other times
not.

Given that such software is usually not under the control of the developers of the application, including it in
the analysis would be misleading in terms of understanding what decisions have been made by developers

for that application [8].

There is a need to determine what is and what is not, part of the application code. This turned out to be a non
trivial task, some of the issues encountered were:

e There is no common format for organizing distributions across different applications.

e Some applications are distributed as a single jar file with no indication as to what classes are third party
software codes.

e Third party software may have been modified. There is often little indication to tell us if the changes
were significant or merely a different package declaration.

e Large applications are distributed with hundreds of jar files and tens of thousands of classes.

4.2.1 Organization

Applications are typically distributed in the form of one or more compressed archive files. In example, the
application “hertrix-1.8" contains two zip archives, a binary release and a source release. This can be seen
in figure 8.

The type of content found inside these archives varies significantly from application to application. At bare
minimum there should be jar files containing byte code. Other files we can expect to see are; shell scripts,
configuration files, documentation, license agreements and images to name a few.

In order to perform empirical studies on the corpus, applications first have to be prepared. This is done by

organizing them into a standard directory structure that supports experimentation; this structure was
described in section 2.3 of this report.

-10 -
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Figure 8: Application Organization and Preparation

4.2.2 Process

The process of organizing a newly downloaded application is shown in figure 8.

e Application byte code is to be extracted into the <bin> directory.

e The compressed archives are to be moved into the <compressed> directory with no modification.

e All java source code and other miscellaneous items are to be extracted into the <src> directory.

e Metadata is to be recorded in the .properties file. Refer to section 4.3 of this report for more details.

The most complex part this process is in determining the contents of the <bin> directory. Studies currently

being done on the corpus are performed on jar files containing compiled java byte code. Therefore only jar
files are to be kept inside this directory.

-11 -



A decision was made not to include something in a given application in this directory if it could also appear
in some other application in the corpus. This will avoid double-counting of code measurements that are
done over the entire corpus [8].

The end result for “hertrix-1.8" is shown in figure 9.

% heritrix-1.8.0 N hetris-t.6.0.a

bin

724

heritriz-1.58.0-src.2ip
3,833 KB

heritrix-1.8.0.zip

Src
.properties I src buddxl  LICENSE.bxt

9 =2 = B8

maven.anl  project.pro,..  project.aml  README.Exk

Figure 9: Hertrix-1.8 — Standard Directory Structure

4.2.3 Techniques

The process of determining the contents of <bin> outlined above is an expensive one. It is a very time
consuming task and potentially error prone.

A number of techniques can be used to do this, although the applicability of each technique depends on the
application being prepared. A summary of all techniques used are outlined below:

4.2.3.1 Using the documentation provided.
A well documented application would clearly identify what third-party systems are included in their

distribution and or what packages application code belong to. Using this information we can filter out all
unwanted extraneous material from <bin> directory.

-12 -



4.2.3.2 Check against the provided source distribution.

It is rare for an application to distribute source code of third-party systems. Therefore compiled byte code
for which no source is provided could be identified as third-party systems and discarded from <bin>
directory. There are exceptions, but most of time this is found to be an effective technique.

4.2.3.3 The file names as clues.

There are common third-party jar files that appear in many applications throughout the corpus. The names
of jar files can be used as an indication of its contents. Identification of third-party content can then be
made through the comparison of class file names and file sizes against known jar files belonging to other
applications.

4.2.3.4 Compare jar files for duplicate classes.

Some applications provide example code, different jar files to use on different operating systems or split
their application into many optional modules. This can lead to identical pieces of code appearing more
than once. To prevent double-counting of code measurements, the duplicate code should be removed from
the <bin> directory.

4.2.4 Tools

Much of the process outlined in section 4.22 is manual work that has to be performed by a human. To
increase efficiency and reduce chances of error, tools were developed to aid the process. These tools are
aimed to produce information that will enable the human operator make appropriate decisions faster.

4.2.4.1 determineSrcPkgs.pl

Given the path to a directory, it will seek out all jar files contained within it. It lists each jar file along with
all packages contained within it. Having package names are helpful, they can provide an indication to the
nature of code inside the package, they can be compared with packages found within the <src> directory.
The output of this tool given the <bin> directory of “ant-1.1" is shown in figure 10.

-13 -



¢ fdeterminefrcPkgs.pl antfant-1.1/bin/

ant.jar
ant.jar
ant. jar
ant. jar

Jaxp. jar -=

parser.
parser.
parser
parser.
parser
barser.

jar
jar

.Jjar

jar

Jjar

jar

com/oreilly/servliet
orgfapache ftoolsfant
orgfapache ftoolsfant/tazskdefs
orgsapache /tools/tar
javax /xnl /parsers

-> Com/Ssun/xml/sparser

-> com/Ssun/xmlstree

== com/sun/xml futil

== org/wic/dom

->  OokgSunl fsax

-» org/fxnl/fzaxshelpers

Figure 10: determineSrcPkgs.pl - Output

4.2.4.2 showDuplicates.pl

Given the path to a directory, it will seek out all jar files contained within it. For each jar file, it will
compare the classes inside with all other jar files in order to locate any duplication of code. The number of
redundant files in each jar file (If any) is listed. This tool can be used to remove jar files that are redundant
and it can also be used to identify third-party content by comparing the jar files in question with other jar
files known to be third-party software. The output of this tool given the <bin> directory of “spring-

framework-1.1.5" is shown in figure 11.

§ ./showbuplicates.pl spring-framework/spring-framework-1.1.5/bin/

[spring-framewvork/spring-framework-1.1.5/hin/spring-framework-1.1.5/dist/spring-aop. jar]
[100%] 136 of 136 class files are redundant.

[spring-framework /spring-framework-1.1. 5/bin/spring-framework-1.1.5/dist/spring-context. jar]
[100%] 231 of 231 class files are redundant.

[spring-framevork/spring-framework-1.1.5/bin/spring-framework-1.1.5/dist/spring-core. jar]
[100%] 195 aof 195 class files are redundant.

[spring-framework/spring-framework-1.1.5/bin/spring-framework-1.1.5/dist/spring-daon.jar]
[100%] 211 of 211 class files are redundant.

[epring-framevork/spring-framework-1.1.5/bin/epring-framework-1.1.5/dist/spring-orm. jar]
[100%] 179 of 179 class files are redundant.

[spring-framewvork/spring-framework-1.1.5/hin/apring-framework-1.1.5/dist/spring-web. jar]
[100%] 87 of 87 class files are redundant.

[spring-framewvork/spring-framework-1.1.5/hin/spring-framework-1.1.5/dist/spring-webnve. jar]
[100%] 125 of 125 class files are redundant.

[spring-framework/spring-framework-1.1.5/bin/spring-framework-1.1.5/dist/spring. jar]
[100%] 1164 of 1164 class files are redundant.

Figure 11: showDuplicates.pl - Output
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4.2.4.3 showNestedJar.pl

Given the path to a directory, it will seek out all jar files contained within it. For each jar file, it will check
its inner content for any nested files of the format; jar, zip, tar.gz and war. It will then list any files that
have been found. These nested files could also contain application code that would be missed by the
above tools. It is essential that the user is made aware of the existence of these files. The output of this
tool given the <bin> directory of “aglets-2.0.2” is shown in figure 12.

5 . /showlesteddar.pl aglets/faglets-2.0.2/bin/s

[aglets/faglets-2.0. 2/binfagqlets-2.0. 2. jar]
1. lib/jaxp.jar

lib/logd]. jar

lib/parser. jar

libfaglets-2.0.2.jar

lib/ant. jar

lib/crimson. jar

lib/optional.jar

L R R I O P N ]

Figure 12: showNestedJar.pl - Output

4.2.5 Progress
The process outlined in this section of the report was applied to 88 applications in the Qualitas Corpus,

totaling 214 individual versions. A reasonable level of confidence can now be had in the contents of the
<bin> directory for these applications.

4.3 The properties file

The properties file contains metadata about an application. There is a properties file associated with every
version of applications in the Qualitas Corpus.

The properties file consists of fields of information. An example properties field is shown in figure 13. The
description of each field is outlined below:

fullname
This is the full name of which the application is known by.

domain
Classifies the application.

notes
Any notes about the application.
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acquisitiondate
Date when this application is first added to the Corpus.

acquisitionperson
The person that deposited the application into the Corpus.

language
The programming language the application is written in.

languageversion
Version of the particular language used.

origin
Name of the source where the application is obtained.

url
A link to where the application was downloaded from.

releasedate
Release Date of the particular version of the application.

opensource
If the application is open source, true or false.

obfuscated
Can source be obtained by reverse engineering of binary bytecode, true or false.

versionnotes
Any additional comments specific to the version.

sourcepackages
Packages containing only classes that have been written for this application.
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File Edit- %iew Insert Formak Help

=] E3

Dl=d| Sl sl 2=|lo] B

domain = Code coverage

notezs =

acguisitiondate = 2007-11-29
acguisitionperson = Ted Han
language = Java
languageversion = Java 2
origin = Zourceforge

url = http://emoa.sourceforge. net/
releasedate = Z004-05-189
OpERSOUrce = Lrue

obhfuscated = false

versionhotes =

Zourcepackages = com.viladiwm.

For Help, press F1

fullnawe = EMMA: & free Java code coverage tool

R [

A

Figure 13: The properties file

4.3.1 Automated Checking

Metadata is gathered and recorded into the properties file manually. As a quality assurance measure, all
properties files must be checked. Checking should be automated where possible to increase efficiency.

To support semi-automated checking of properties file, checkProperties.pl is created. This tool checks a
given properties file for correctness, completeness and formatting problems. It will then report on any

problems discovered.

4.3.1.1 Format Checking

1. The tool knows how many fields and hence lines should be present in a properties file. It will discard
any blank lines encountered and remove them. The number of lines is compared to the expected

number of fields.

2. Checks for the existence of an ‘=" symbol. This special character acts as a separator between field

name and field value.

3. It checks the order fields occur in.
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4.3.1.2 Completeness Checking

The following fields must not be empty:

acquisitiondate
acquisitionperson
language
languageversion
origin

url

releasedate
opensource
obfuscated
sourcepackages

4.3.1.3 Correctness Checking

1.

Check that the date values of acquisitiondate and release date are:

e In the standard form of yyyy-mm-dd.

e The values of year, month, and date are valid.

e releasedate is always earlier than acquisitiondate.

Check the URL field value has the correct syntax.

Check that opensource and obfuscated field values are either ‘true’ or ‘false.

Check that the package specified for sourcepackages is found inside the jar files of <bin> folder.

The entire properties file is printed on the screen for user to review and confirm correctness.

4.3.1.4 Problem Reporting

1.

2.

Notify that properties file cannot be opened.

Notify that properties file have incorrect number of lines.

. Identify the line number of lines not having an ‘=" symbol.

Any unexpected field name encountered is printed to the screen along with the expected field name
for that line.

Notify which field value failed the check and suggest possible solution or produce reason.
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4.3.2 Generating Reports

There are over 200 versions of applications in the corpus, hence over 200 properties files. It is useful to be
able to check multiple properties files at a time and generate a report of all encountered problems.

To support this, checkProperties.pl takes a quiet mode option. This means users will not be prompted for
input. This allows checking of multiple files rapidly.

Another tool, checkAllProperties.pl, is used to walk over the corpus specifying properties files to check.
(Figure 14)

¥ /checkillProperties pl => Report.txt

!, C:4Documents and Settings',Systum' Application Data'SSHtemp' Report.txt - Notepad
File Edit Wiew Settings *

LEod 90/ s AL Eaalodl i

w¥ Missing languageversion field.
*#¥ Missing url field.
w¥ Missing releasedate field.

Properties file have 3 dssue(s) and is not ready for distribution!

w¥ Missing languageversion field.

Properties file have 1 dssue(s) and s not ready for distribution!

W% Missing languageversion field.
“# acguisitiondate cannot possibly be eariler than releasedate

Properties file have 2 issue(s) and s not ready for distribution!

*#¥ Missing languageversion field.
w¥% sourcepackages org. jhotdraw. <annot be found in <bin=. Please double check.

Properties file have 2 dssue(s) and is not ready for distribution!

lln2z:2527 Col34 selo [74.23 kB [anist |cR+LF N5 [Default Text

Figure 14: Generated Report
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4.4 Distributing the Corpus

One of the main focus of this project is to ready the corpus for distribution. Several methods of distribution
were considered. The two main possibilities are: direct download through the internet or on a DVD medium.

But large amounts of internet bandwidth can be costly and splitting the data across many separate disks can
prove to be problematic. Therefore, for either method, the amount of data to be distributed should be kept to
the minimum.

The contents of each application in the Qualitas Corpus are extracted from the contents of the <compressed>
directory. The process is outlined in section 4.2 of this report. To minimize the size of the corpus

distribution, only the contents of <compressed> and the properties files are included in the distributed form.

In order for this to work, a method of installing (unpacking) must be developed so the corpus can be
reconstructed automatically from the distribution.

4.4.1 How it works

The first step is to walk over the corpus extracting all files that are needed for the distribution. These are the
compressed archives, the properties files and a file containing instructions for reconstruction. To
supplement this, the distribution must contain an installer and documentation; these are fetched from a

subversion repository. (Figure 15)

Quallta Co rpus Version Cog\
4
~ <

g Install.pl

R
%“\ install's $
| J
ﬁCompressed’s v

§\(]\| properties’s Documentation

Distribution Medium

Figure 15: Creating a Corpus Distribution

This can then be distribution through either the internet or using DVDs. The corpus can be then
reconstructed at a foreign file system by using the included installer. (Figure 16)
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sy
g Install.pl
\‘\il .install's
<

Distribution Medium ﬁcmmessgd’s &
§\i| propertiess  Documentation

% Applications /—‘
N “\\ appname \‘( </Unpack/ Install

A]\ﬁappname—versionfid

i

—Q bin
4% compressed
—Q src

. .properties

4% More versions
: More versions
I More applications

More applications

Figure 16: Corpus Reconstruction

4.4.1.1 .install file

Every application in the corpus will be distributed with an .install file. This file is a Perl script that serves
two purposes:

e It specifies which compressed archives are required in order to reconstruct the application it is
associated with.

e [t also contains instructions to reconstruct the application by automatically going through the process
outlined in Section 4.2.2 of this report.

4.4.1.2 distribution.pl
This tool is used to create a distribution of the corpus at a specified location automatically.

It walks through the corpus and does the following for each application:
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e Setup directory structure for the application at the specified location.

e Consults the .install file to obtain a list of required files. These files are then copied over to the
specified location.

e The properties file is copied to the specified location.

Then documentation about the Qualitas Corpus and the installer is copied over to the specified location
from a subversion repository.

The result of running this tool:

e The creation of a directory called “QualitasCorpus-Date” at the specified location. Where “Date” is
the date of running distribution.pl.

e All data associated with applications are placed in a directory called <Applications>. The organization
of this directory is identical to the logical structure of the corpus.

e Installer is placed in a directory called <bin>.
e Documentation is placed in a directory called <docs>.

The created structure (Figure 17) is ready to be written to a DVD media or pressed into a single archive
and distributed.

/J Oualitastorpus-2008.01.01

o o o =

Applications bin docs README

Figure 17: Distribution Structure
4.4.1.3 install.pl

This is the installer used to reconstruct the corpus from its distributed form. It works by calling individual
.nstall files of each application.
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4.4.2 Distribution criteria

For an application to be eligible for distribution, it has to:

Be open source.

Its properties file must be checked to be complete.

Been through the process outlined in section 4.2.2 of this report.

e Have .install file.

4.5 Testing Corpus Distribution

Before the corpus distribution can be distributed to other parties, it must be tested to make sure it can be
correctly reconstructed.

The only way to make sure everything unpacks correctly is to run the installer and check the result. This
takes a significant amount of time, but it cannot be avoided without sacrificing quality.

However having to do this every time a new application is added or when an existing .install file is modified
is not practical, there is a need to isolate and test these modifications and additions individually. A method to
do this has been established.

4.5.1 .test_install.pl
This file is used to name an .install of an application that has never been tested, or was modified since it
was last tested. For example, a newly added application will not have an .install instead it will be named
.test_install.pl. Similarly before making modifications to existing .install files, they are to be first renamed
to .test_install.pl.

4.5.2 distribution_test.pl
This tool performs the same task as distribution.pl. They differ in the way that instead of creating a

complete distribution, it only selects applications containing .test install.pl file. The result is a distribution
of the corpus that contains a smaller number of applications and can be tested by running the installer.
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4.5.3 Automation

To perform a test, we need provide a temporary space to create a distribution with distribution_test.pl, run
the installer to reconstruct the corpus, and if this is successful, the .test install.pl files need to be renamed
to .install.

Majority of this can be automated to aid the tester and prevent errors from being introduced through the
testing process itself.

4.5.3.1 checklnstall.pl
This tool is created to automate the testing method outlined above.

It decides on a temporary location and automatically creates a distribution by calling distribution_test.pl
and then runs the installer. The tester is then prompted for confirmation of correctness, if confirmation
given, it will rename .test_install.pl to .install.

Files created as a result of testing at the temporary location are removed upon the termination of the tool.

An example output of running checklInstall.pl is shown in figure 18.

=== STARTING TEST ===
Looking for candidates from corpusl. ..
Looking for candidates from corpusi. ..
Copying ant-1.1
Creating sub directories for ant-1.1
Complete!

Starting installation (This could take many mninutes. Plea=ze Wait...)

HOW EXTRACTING APFLICATIONS

ant-1.1...
unpacking jakarta-ant-1.l-src.zip
unpacking jakarta—ant-1.1-bin.zip

Complete! Corpus Successfully Distributed

Pleaze manually check (QualitasCorpus-Applications<ant-ant-1.1. Has it been correctly unpacked?({ves-no): yes
renamed [ant-1.1]'s .test_in=tall pl to .in=tall

Cleaning up temp files. . DONE

TEST PASSED

Figure 18: checklnstall.pl - Output

4.6 Adding Applications to the Corpus

One way to ensure the content of the corpus is of high quality is to have a standard method of adding
applications to the corpus. Checking is to be done during this process to ensure applications with incomplete
information do not to enter the corpus. Applications are only moved into the corpus after a set standard have
been met. A method for doing this was developed.
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4.6.1 Tools Created

Several tools were created to support the process.

4.6.1.1 setupApplication.pl

This tool is used when adding a new application to the corpus. It will create a blank folder structure and a
properties file template at a given destination.

This ensures the initial directory structure and properties file format for new applications are correct and
always consistent. Figure 19 shows this being executed.

JsetupApplication.pl /qualitas’ TEST

Please type the name of this application { Format: Application Name-Version ): ant-1.0.0

Will create folder named [ant-1.0.0], is this comrect?(yes/no): yes
Created -= /qualitas' TEST/ant- 1

Created -= /qualitas' TEST/ant- 1

Created -= /qualitas' TEST/ant- 1

Created -> /qualitas TEST/ant-1.0.(

Created -= /qualitas' TEST/ant- 1

Figure 19: setupApplications.pl

4.6.1.2 checkFolders.pl

This tool checks an application directory. It checks <bin> directory, <src> directory and <compressed>
directory for completeness and correctness.

4.6.1.2.1 Structure Checking

1. Checks that the application directory has the correct structure. (Figure 20):
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DIR

[ bin } [ compressed ] [ src ) .proper@

Figure 20: checkFolders.pl — Expected Structure

2. Check that there are no extra files or directories.

4.6.1.2.2 Completeness Checking
1. <bin> directory must exist.
2. <bin> must contain at least one jar file.
3. <compressed> directory must exist.
4. <compressed> directory must not be empty.
5. <src> directory must exist.

6. <src> directory must contain at least one java source file.

4.6.1.2.3 Correctness Checking
1. Check that <compressed> does not contain any sub-directories.

2. Check that the files inside <compressed> is of one of these formats; jar, tar.gz and zip.

4.6.1.2.4 Problem Reporting
1. Notify any directories that cannot be opened.
2. Notify existence of files that are not .properties or .install.

3. Notify existence of directories that are not <bin>, <compressed> or <src>.
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4. Notify which sub directories (<bin>, <compressed> and <src>) failed the check and suggest possible
solution or produce reason.

4.6.1.3 generatelnstall.pl

This tool checks will automatically generate an .install file for a given application. If an install file already
exists, it will give the user the option to use the existing one.

The generated .install file is a Perl script that contains two sub routines. The functions of which are
outlined in section 4.4.1.1 of this report. Figure 21 is an example of an .install file generated using
generatedInstall.pl.

#l u=r-bin-perl -w
use =trict:

if ($ARGV[O] eqg "-list") {
ny @list = list_name=s{$ARGV[1])
printf {"@li=t"):
} elsif (SARGV[0] eg "-reduced") {
ny Sdestination = $ARGV[1]:
install_reduced($destination):
¥ else {
ny Sdestination = SARGY[0]:
install_reduced($destination):

¥

=ub install reduced {
ny {Scorpusdir) = @ ;
ny S=rc = "emma—2.0.4019%-=rc.zip";
ny $bin = "emma-2.0.4019 zip":
ny Pfiles = ("emma-2.0.4019-lib-emmna.jar"):
printf{"~t~t unpacking f$src~n"):
systen("unzip —qo S$corpusdir-compressed.$src —-d Scorpusdir-ssrcan”)
printf {"~t~t unpacking $bin~n"):
systemn( "unzip —go S$corpusdirscompresz=sed.$bin @files -d $corpusdirs

¥

=z=ub list_names
ny {Sappverdir) = @ ;

Dpendir(COHPRESSED,_aSappverdir/compressed") || die "can't open Sa
ny @archives = grep {! #"~.%/ and | ~"~ .~ %7 } readdir(COMPFRESSED)
cloze( COMFRESSED) ;

return @archives;

Figure 21: Generated .install File

4.6.1.3.1 Procedure

1. If the script finds that an install file already exists, it will ask the user if this one should be used. If
the user answers ‘yes’, the script will exit here.

2. The contents of <compressed> directory are printed to the screen and the user is asked to identify the
source archive and binary archive.

3. The names of all the jar files inside <bin> are extracted and then it searches through the binary

archive for each jar file. Any jar files that cannot be located will be reported to the screen. The
locations of jar files inside the binary archive are stored.
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4. Using the information gathered from 2 and 3, the install file is generated inside the application
directory. The generated file is named “.test_install.pl’.
4.6.1.3.2 Supported types
This tool currently handles applications distributed in the form of:
1. Non-nested zip archives.
2. Non-nested tar.gz archives.

3. Up to two-level jar files.

4.6.1.4 depositApplication.pl

This tool is used when a new application is ready to be deposited into the corpus. It will check a given
application for its folder structure, the properties file, create an install file and move it into the corpus.

Running this tool is the final step in adding new applications to the corpus. This tool works by calling
several other tools.
4.6.1.4.1 Usage

depositApplication.pl DIR

(Where DIR is a directory containing the application.)

4.6.1.4.2 Procedure
1. Checks the folder structure by running checkFolders.pl (Section 4.6.1.2)
2. Checks the properties file by running checkProperties.pl (Section 4.3.1)
3. Create an install file by running generatelnstall.pl (Section 4.6.1.3)

4. Move DIR into the Qualitas Corpus.

4.6.2 How it works

The first step in adding a new application is to setup a new application structure at a temporary location
outside of the corpus. (Figure 22)
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% heritrix-1.8.0

bin
compressed
src
Temporary .properties
Location

setupApplications.pl
Figure 22: Setup Application Structure

The next step involves preparing of the new application using the process outlined in section 4.2.2 of this
report at the temporary location. (Figure 23)

5 herltnx ! 3 0. ]ar
‘;-; .
heritrix-1.8
heritriz-1.8.0-src.zip
8,833 KB
/ E he’*”"‘-a-u-ﬂp
compressed

0 D 8 B
\ b src build.xml  LICENSE. bxt

% properties ) ;

= ® = #

maven.xml  project.pro...  project.xml  README bxt

Temporary
Location

)viii

Figure 23: Preparing new Application

The final step is running depositApplication.pl. This invokes a series of checks on the application and an
.nstall file is generated. The application is then moved into the corpus. (Figure 24)



Qualitas Corpus

checkFolders.pl LJ{
g checkProperties.pl : 7
generatelnstall.pl = 4
- . Temporary 4
depositApplication.pl Locaton J

o

Figure 24: Deposit Application into the Corpus

iy iy

4.7 Tools for Corpus Support

Several additional tools were also developed. These are used to produce information about the corpus
contents and to help with the maintenance of the corpus.

4.7.1 backupProperties.pl

This tool creates a backup of all properties files in the Qualitas Corpus. The backup can be then be placed
in a separate volume under version control to prevent any loss of information.

4.7.2 backuplnstall.pl

This tool creates a backup of all .install files in the Qualitas Corpus. The backup can be then be placed in a
separate volume under version control to prevent any loss of information.

4.7.3 listLatestVersion.pl

This tool produces a list of the most recent version of every application contained in the Qualitas Corpus.

4.7.4 listNonOpenSource.pl

This tool produces a list of application contained in the Qualitas Corpus that are not open source.

4.8 Java Source Code

Studies done using the Qualitas Corpus so far have been based on compiled byte code. However, research on
java source code in the near future is a distinct possibility. The corpus needs to be further extended to
support studies of this sort.
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A similar process to one outlined in section 4.2.2 of this report has to be done on the source code of every
application. Java source code considered to be part of an application has to be identified.

Because this is an on going process, a new field is added to the properties file, the “source” field. This field

is used to identify whether an application have completed this process of identifying source code. This can
be either true or false.

4.8.1 Source Criteria

Currently, in order for the source field to be true, the application must meet the following criteria:

e The <src> directory must contain java source code for every compiled java byte code contained in the
<bin> directory.

e Any java source code in <src> directory not also found in compiled form in the <bin> directory must be
either test code or example code.

e Have a list containing the path to every java source code that has a compiled counterpart in <bin>
directory.

4.8.2 .src

This file contains a list of paths to java source files. This file is to be found under the application directory
on the same level as .properties and .install files. (Figure 25)

A li . B srctst - WordPad H[=] E3
pPp ication Fils Edit view Insert Format Help

‘ D@l Sl sl %8|

/source/inmp/ java/sce/fac/Divide. java B
. /source/imp/ java/src/fat/DocumentParseFixture. java
b| /source/imp/ java/sre/fat/Equals. java
/source/imp/ java/sre/fac/ExampleFixture. java

/source/imp/ java/sre/fac/FatTest, java

/source/imp/ java/sre/fat/FixtureloadFixture. java

* Compressed Feource/inp/f java/sre/fat/FixtureNameFixture, java
/source/imp/ java/sre/fac/Framevorks. java
/source/ imp/ java/sre/fac/Heml ToTextFixture Ajm:al
! . fsource/inp/ java/sre/fac/ Money. java

n
sSIc /source/imp/ java/sre/far/NotiFixture, java
fsource/ imp/ java/sre/fit/ ActionFixture. java
. /eource/imp/ java/sre/fic/ColwmnFixture. java
.install /source/imp/f java/sre/fic/Counts. java
/source/imp/ java/sre/fit/FileRunner. java
Fesource/inp/f java/sre/fit/FileRunnerTest . java
/source/imp/java/sre/fic/Fixture. java
.Src /source/impf java/sreffic/FixcureTest . java
-
l;lJ

(snurcc/lmnhavn/::cfru.f?rmncuo:k‘r:st. S ava
4

&

/source/imp/ java/sre/fac/ReferenceFixcure. java

&

fsource/ imp/ java/sre/fac/StandardAnnotationFixture. jave
/source/imp/ java/sreffac/ Table. java

- f=ource/imp/ javas/sre/fac/ TableParseFixcure, java
propertles /source/imp/ java/scc/fat/Tests. java
/source/imp/ java/sre/fat/TexeToHtmlFixture. java

Ly

Figure 25: .src File
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4.8.3 compareSrc.pl
This tool is created to make identify source code easier.

It works by obtaining a list of all compiled classes from the <bin> directory and a list of all java source
code form the <src> directory, then:

e [t presents a summary of number of classes found in <bin> and <src>, the union, intersection and
differences between these directories.

o [t lists all the top level packages found.

e [t lists class files that are only found in the <bin> directory.

e It lists class files that are only found in the <src> directory.

e [t can then write the intersection to use in the .src file of the application.

The output of this tool running with “ant-1.1" directory is shown in figure 26.

HOTES

. sErosjalkarta—ant-libsjaxp. jar in <=rcr could contain more classes.
.szrosjalkarta—ant-libsparser. jar in <sro: could contain more classes.

| |
| Classes in <bin: .70 |
| Tatal classes in <=src: ;. 87 |
| Unigque classes in <srcr: 87 |
| Union . 8B |
| Intersection . k9 |
I Difference © 19 I

Top level packages in <bin:

com
org

Only in <bin:

con-oreilllyv. zervliet-HailPrintStrean

Only in <src:»

~jakarta—ant-sroc-testcases-orgsapachestools-ant-AllJUnitTests
~jakarta—ant-sroc-testcases-orgsapachestools-ant-EnumeratedittributeTest
~jakarta—ant-sroc-testcases-org-apachestools-ant-IntrospectionHelperTest
~jakarta—ant-sroc-testcases-org-apache-tools-ant-PathTest
~jakarta—ant-sroc-main-org-apache-tools-ant-taskdefsz-optional-HetRexzC
<Jakarta—ant-sroc-main-org-apache-tools-ant-taskdef=sz-optional-EenameExztensions
<jakarta—ant-sroc-main-org-apache-tools-ant-taskdefsz-optional-Xalanliai=on
#jakarta—ant-sroc-main-sorgsapachestools~ant-taskdefs-optional-Eslpliaison
~jalkarta—ant-sroc-main-sorg-apachestool=s<ant-taskdef=-optional.-=2jb-DDCreator
sjakarta—ant-sroc-mainsorgsapachestools~ant-taskdefs- optional- wss-HS5VSS

Write intersection to file?(yes-no): no

Figure 26: compareSrc.pl - Output
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5. Future Work

The task of improving and maintaining the Qualitas Corpus is an on going process. This section describes
some of these tasks.

5.1 Work towards checking all source code.

Only 28 versions of applications have had their java source code identified. (Section 4.8) To support studies
on the source code, more applications are required.

5.2 Applying Patches and Updates to the corpus distribution.

New corpus distributions will be released as new applications are added and or changes are made to the
existing corpus. A way of patching or updating older releases of the corpus need to be implemented.

5.3 Query the corpus for applications

There should be a way to search for applications in the corpus. For example, the ability to produce a list of
all applications released prior to 2001. The possibility of implementing this using a mySQL database was
explored during this project, it was a low priority task and it was decided at the time, it wasn’t worth the
overhead time required to set up the infrastructure.

5.4 Create a classification for applications.

Come up with an appropriate classification for software applications and then classify all application
contains in the corpus.

5.5 Adding more applications.

This is an on going process.

5.6 New versions of existing applications.

A way to automatically check for newer version of existing application contained in the corpus as they
become available. Then automatically download and deposit the new versions into the corpus.
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5.7 Accommodate applications other than Java.

The Qualitas Corpus is currently a Java only corpus. All applications contained in the corpus are written in
Java. In the future the corpus should be able to support multiple programming languages.

6. Conclusions

The aim of this project is to improve the overall quality of the Qualitas Corpus to better support empirical
studied and so that it can be distributed. Various different tools were developed to achieve this.

After a 9 week period the status of the corpus is as follows:

e High degree of confidence in the contents of the <bin> directory for 214 versions of applications.
e High degree of confidence in the contents of the <src> directory for 28 versions of applications.
e Automated methods of creating and testing distributions of the corpus have been developed.

e A standard process of adding new applications has been established.

The corpus is continually growing in size. New applications are now constantly being added using the process
developed in this project.

The first version of the Qualitas Corpus distribution was released on the 18" of January, 2008. It contains 88
applications, 21 applications with multiple versions, with 214 versions total.
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Appendix I1: Organization Structure of Workplace

| The University of Auckland Organisation Structure Chart
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Retrieved 8 February, 2008 from http://www.auckland.ac.nz/uoa/about/uoa/run/introduction.cfm
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